|  |  |  |  |
| --- | --- | --- | --- |
| МІНІСТЕРСТВО ОСВІТИ І НАУКИ УКРАЇНИ  КИЇВСЬКИЙ НАЦІОНАЛЬНИЙ УНІВЕРСИТЕТ імені Тараса Шевченка  ФАКУЛЬТЕТ ІНФОРМАЦІЙНИХ ТЕХНОЛОГІЙ  **Кафедра програмних систем і технологій**  Дисципліна  **«** **Структури даних, аналіз і алгоритми  комп'ютерної обробки інформації »**  **Лабораторна робота № 2** | | | |
| **Виконав:** | Фесак Андрій Віталійович | **Перевірив**: | Юрчук  Ірина Аркадіївна |
| Група | ІПЗ-12 | Дата перевірки |  |
| Форма навчання | денна | Оцінка |  |
| Спеціальність | 121 |
| 2022 | | | |

**Мета**: аналіз швидкодії алгоритмів роботи з деревами

**Умова задачі:**

Написати програму мовою C# з можливістю вибору різних алгоритмів пошуку. Продемонструвати роботу (ефективність, час виконання) програм на різних дерев (масив, лінійний зв’язаний список), з різними умовами, що забезпечують зменшення часу виконання. Навести аналіз отриманих результатів.

Реалізувати алгоритми:

• Вставка вузла в дерево

• Видалення вузла із дерева

• Перефарбування двох однакових вузлів братів у протилежний колір

• Лівий, правий повороти

• Splay алгоритм

**Аналіз задачі:**    
Нам потрібно проаналізувати роботу різних видів дерев . Для цього ми створимо статичний клас «*Search*», де реалізуємо наші алгоритми. У основній частині коду ми повинні застосувати клас «*Random*» та «*Stopwatch*»:

* *Random –* клас у мові c#, який дає змогу нам генерувати псевдовипадкові числа
* *Stopwatch –* клас у мові c#, який ми використаємо для підрахунку часу виконання алгоритму.

З цим базисом ми можемо перейти до частини підготовки для роботи:

*\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_*

**Структура основних вхідних та вихідних даних:**

Для справедливої оцінки роботи всі алгоритми повинні бути в однакових умовах і тому всі вони будуть опрацьовувати один і той самий набір даних. У цьому випадку цей набір значень буде використовуватися задля перевірки швидкодії алгоритмів

for (int i = 0; i < 1000; i++)  
{  
 tree0.Add(i);  
}

Ми створили 4 дерева, які заповнені однаковими даними:

* Розмір дерева:довільне натуральне н
* Набір вхідних даних: натуральні числа від 1 до 1000

Також ми задали значення для пошуку, яке також є однаковим для всіх алгоритмів та структур: одне з значень в дереві

**1. Бінарне дерево пошуку:**

**Алгоритм:**
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**Текст програми:**

public class BinaryTree  
{  
 public Node? top;  
  
 public BinaryTree()  
 {  
 top = null;  
 }  
  
 public BinaryTree(int value)  
 {  
 top = new Node(value);  
 }  
  
 public void Add(int value)  
 {  
 if (top==null)  
 {  
 top = new Node(value);  
 }  
 else  
 {  
 Node current = top;  
 while (current.Value!=value)  
 {  
 if (value<current.Value )  
 {  
 if (current.Left==null)  
 {  
 current.Left = new Node(current, value);  
 return;  
 }  
 else  
 {  
 current = current.Left;  
 }  
 }else  
 {  
 if (current.Right == null)  
 {  
 current.Right = new Node(current, value);  
 return;  
 }  
 else  
 {  
 current = current.Right;  
 }  
 }  
 }  
  
 throw new Exception("The value Already exist in tree");  
 }  
 }  
  
 public Node Find(int value)  
 {  
 Node current = top;  
 while (current != null && current.Value !=value)  
 {  
 if (current.Value<value)  
 {  
 current = current.Right;  
 }  
 else  
 {  
 current = current.Left;  
 }  
   
 }  
  
 if (current==null)  
 {  
 return null;  
 }  
  
 return current;  
  
 }  
  
 static public Node FindMinInNode(Node node)  
 {  
 Node temp = node;  
 while (temp.Left!=null)  
 {  
 temp = temp.Left;  
 }  
 return temp;  
 }  
 public Node FindMaxInNode(Node node)  
 {  
 Node temp = node;  
 while (temp.Left!=null)  
 {  
 temp = temp.Left;  
 }  
  
 return temp;  
 }  
  
 public void Delete(int value)  
 {  
 Node? current = Find(value);  
 if (current!= null)  
 {  
 if (current == top)  
 {  
 Node temp = FindMinInNode(top.Right);  
 temp.Left = top.Left;  
 top = top.Right;  
 }else if (current.Left !=null && current.Right != null)  
 {  
 Node MinRightNode = BinaryTree.FindMinInNode(current.Right);  
 Node Father = current.Father;  
 Node Right = current.Right;  
 Right.Father = Father;  
 MinRightNode.Left = current.Left;  
 current.Left.Father = MinRightNode;  
 current.Father.Left = current.Right;  
  
 }else if (current.Left !=null || current.Right != null)  
 {  
 if (current.Left==null)  
 {  
 current.Right.Father = current.Father;  
 current.Father.Left = current.Right;  
 }  
 else  
 {  
 current.Left.Father = current.Father;  
 current.Father.Left = current.Left;  
 }  
 }  
 else  
 {  
 if (current.Father.Left ==current)  
 {  
 current.Father.Left = null;  
 }  
 else  
 {  
 current.Father.Right = null;  
 }  
 }  
 }  
 else  
 {  
 throw new Exception("This Node isn`t exist");  
 }  
   
 }  
   
}

**Нода**

public class Node  
{  
 public Node? Father { get; set; }  
 public Node? Left { get; set; }  
 public Node? Right { get; set; }  
 public int Value { get; set; }  
  
 public Node(int value)  
 {  
 Father = null;  
 Left = null;  
 Right = null;  
 Value = value;  
 }  
  
 public Node(Node father,int value)  
 {  
 Father = father;  
 Left = null;  
 Right = null;  
 Value = value;  
 }  
}

**Набір тестів:**

На 1000 елементах: ![](data:image/png;base64,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)

**Результат:**

Процес вставки елементів в звичайне бінарне дерево програє в швидкості іншим структурам, але перемагає в швидкості пошуку

**2. Пошук з бар'єром елемента масиву, що дорівнює заданому значенню.:**

**Текст програми:**

public class RedBlackTree  
 {  
 public TreeNode root;  
 public static TreeNode NIL;  
 int MaxLevel;  
 TreeNode current;  
  
 TreeNode Tree\_Maximum(TreeNode x)  
 {  
 while (x.right != NIL)  
 {  
 x = x.right;  
 }  
 return x;  
 }  
   
 TreeNode Tree\_Minimum(TreeNode x)  
 {  
 while (x.left != NIL)  
 {  
 x = x.left;  
 }  
 return x;  
 }  
   
 public RedBlackTree()   
 {  
 root = null;  
 NIL = new TreeNode(0, TreeColor.black,0);  
 MaxLevel = 0;  
 current = null;  
 }  
  
 public TreeNode Find(int number)  
 {  
 Search\_Node(root, number);  
 return current;  
 }  
  
 void Search\_Node(TreeNode temp, int number)  
 {  
 if (temp != NIL)  
 {  
 if (temp.data == number)  
 current= temp;  
 else  
 {  
 if (number < temp.data)  
   
 Search\_Node(temp.left, number);  
   
 else  
   
 Search\_Node(temp.right, number);  
   
   
 }  
 }  
 else current= null;  
 }  
  
   
 public void Delete(int number)  
 {  
 Search\_Node(root, number);  
 if (current!=null)  
 Delete(current);  
 }  
   
  
   
 void Transplant(TreeNode u, TreeNode v)  
 {  
 if (u.parent == NIL)  
 root = v;  
 else  
 {  
 if (u == u.parent.left)  
 u.parent.left = v;  
 else u.parent.right = v;  
 }  
 v.parent = u.parent;  
 int ColOfLvl = 1;  
 if (v!=NIL)  
 ColOfLvl = v.level - u.level;  
 v.level=u.level;  
   
 DecAllNodes(v.left);  
 DecAllNodes(v.right);  
   
 }  
   
 void Delete(TreeNode z)  
 {  
 bool m=false;  
 TreeNode y = z;  
 TreeNode x = NIL;  
 TreeColor y\_original\_color = y.color;  
 if (z.left == NIL)  
 {  
 x = z.right;  
 Transplant(z, z.right);  
 }  
 else  
 {  
 if (z.right == NIL)  
 {  
 x = z.left;  
 Transplant(z, z.left);  
 }  
 else  
 {  
 y = Tree\_Minimum(z.right);  
 y\_original\_color = y.color;  
 x = y.right;  
 if (y.parent == z) x.parent = y;  
 else  
 {  
 Transplant(y, y.right);  
 Transplant(z, y);  
 y.right.level += 1;  
 y.right = z.right;  
 y.right.parent = y;  
 m = true;  
 }  
 if(m==false)  
 Transplant(z, y);  
 y.left = z.left;  
 y.left.parent = y;  
 y.color = z.color;  
 }  
 if (y\_original\_color == TreeColor.black)  
 deleteFixup(x);  
 }  
 }  
   
 void deleteFixup(TreeNode x)  
 {  
 while (x != root && x.color == TreeColor.black)  
 {  
 if (x == x.parent.left)  
 {  
 TreeNode w = x.parent.right;  
 if (w.color == TreeColor.red)  
 {  
 w.color = TreeColor.black;  
 x.parent.color = TreeColor.red;  
 Left\_Rotate(x.parent);  
 w = x.parent.right;  
 }  
 if (w.left.color == TreeColor.black && w.right.color == TreeColor.black)  
 {  
 w.color = TreeColor.red;  
 x = x.parent;  
 }  
 else  
 {  
 if (w.right.color == TreeColor.black)  
 {  
 w.left.color = TreeColor.black;  
 w.color = TreeColor.red;  
 Right\_Rotate(w);  
 w = x.parent.right;  
 }  
 w.color = x.parent.color;  
 x.parent.color = TreeColor.black;  
 w.right.color = TreeColor.black;  
 Left\_Rotate(x.parent);  
 x = root;  
 }  
 }  
 else  
 {  
 TreeNode w = x.parent.left;  
 if (w.color == TreeColor.red)  
 {  
 w.color = TreeColor.black;  
 x.parent.color = TreeColor.red;  
 Right\_Rotate(x.parent);  
 w = x.parent.left;  
 }  
 if (w.right.color == TreeColor.black && w.left.color == TreeColor.black)  
 {  
 w.color = TreeColor.red;  
 x = x.parent;  
 }  
 else  
 {  
 if (w.left.color == TreeColor.black)  
 {  
 w.right.color = TreeColor.black;  
 w.color = TreeColor.red;  
 Left\_Rotate(w);  
 w = x.parent.left;  
 }  
 w.color = x.parent.color;  
 x.parent.color = TreeColor.black;  
 w.left.color = TreeColor.black;  
 Right\_Rotate(x.parent);  
 x = root;  
 }  
 }  
 }  
 x.color = TreeColor.black;  
 }  
  
 void IncAllNodes(TreeNode p)  
 {  
 if (p != NIL)  
 {  
 IncAllNodes(p.left);  
 p.level += 1;  
 IncAllNodes(p.right);  
 }  
 }  
 void DecAllNodes(TreeNode p)  
 {  
 if (p != NIL)  
 {  
 DecAllNodes(p.left);  
 p.level -= 1;  
 DecAllNodes(p.right);  
 }  
 }  
 void Left\_Rotate(TreeNode x)  
 {  
 TreeNode y = x.right;  
 x.right = y.left;  
 if (y.left != NIL)  
 y.left.parent = x;  
 y.parent = x.parent;  
 if (x.parent == NIL)  
 root = y;  
 else  
 {  
 if (x == x.parent.left)  
 x.parent.left = y;  
 else x.parent.right = y;  
 }  
 y.left = x;  
 x.parent = y;  
  
 x.level += 1;  
 y.level -= 1;  
 DecAllNodes(y.right);  
 IncAllNodes(x.left);  
  
 }  
   
 void Right\_Rotate(TreeNode y)  
 {  
 TreeNode x = y.left;  
 y.left = x.right;  
 if (x.right != NIL)  
 x.right.parent = y;  
 x.parent = y.parent;  
 if (y.parent == NIL)  
 root = x;  
 else  
 {  
 if (y == y.parent.right)  
 y.parent.right = x;  
 else y.parent.left = x;  
 }  
 x.right = y;  
 y.parent = x;  
  
 x.level -= 1;  
 y.level += 1;  
 DecAllNodes(x.left);  
 IncAllNodes(y.right);  
 }  
   
 void Insert\_FixUp(TreeNode z)  
 {  
 TreeNode y = NIL;  
 while (z.parent.color == TreeColor.red)  
 {  
 if (z.parent == z.parent.parent.left)  
 {  
 y = z.parent.parent.right;  
 if (y.color == TreeColor.red)  
 {  
 z.parent.color = TreeColor.black;  
 y.color = TreeColor.black;  
 z.parent.parent.color = TreeColor.red;  
 z = z.parent.parent;  
 }  
 else  
 {  
 if (z == z.parent.right)  
 {  
 z = z.parent;  
 Left\_Rotate(z);  
 }  
 z.parent.color = TreeColor.black;  
 z.parent.parent.color = TreeColor.red;  
 Right\_Rotate(z.parent.parent);  
 }  
 }  
 else  
 {  
 y = z.parent.parent.left;  
 if (y.color == TreeColor.red)  
 {  
 z.parent.color = TreeColor.black;  
 y.color = TreeColor.black;  
 z.parent.parent.color = TreeColor.red;  
 z = z.parent.parent;  
 }  
 else  
 {  
 if (z == z.parent.left)  
 {  
 z = z.parent;  
 Right\_Rotate(z);  
 }  
 z.parent.color = TreeColor.black;  
 z.parent.parent.color = TreeColor.red;  
 Left\_Rotate(z.parent.parent);  
   
  
 }  
 }  
 }  
 root.color = TreeColor.black;  
 }  
  
 private void checkMaxLevel(int newLevel)  
 {  
 MaxLevel = (newLevel > MaxLevel) ? newLevel : MaxLevel;  
 }  
  
 public void insert( int data) {  
 if (root == null) {  
 root = NIL;  
 root.parent = NIL;  
 root.left = NIL;  
 root.right = NIL;  
 root.color = TreeColor.black;  
 }  
 TreeNode z = new TreeNode(data, TreeColor.red,0);  
 TreeNode y = NIL;  
 TreeNode x = root;  
 while (x!=NIL) {  
 y = x;  
 if (z.data < x.data)  
 x = x.left;  
 else  
 {  
 if (z.data > x.data)  
 x = x.right;  
 else return;  
 }  
 }  
 z.parent = y;  
 if (y == NIL)  
 root = z;  
 else {  
 if (z.data<y.data)  
  
 y.left = z;  
 else y.right = z;  
 }  
 z.left = NIL;  
 z.right = NIL;  
 z.color = TreeColor.red;  
 if(z.parent!=NIL)  
 z.level = z.parent.level+1;  
 checkMaxLevel(z.level);  
 Insert\_FixUp(z);  
 }  
   
 }

**Нода**

public enum TreeColor { red, black };  
public class TreeNode  
{  
 public TreeNode left;  
 public TreeNode right;  
 public TreeNode parent;  
 public int data;  
 public TreeColor color;  
 public int level;  
 public bool visited;  
  
 public TreeNode( int data, TreeColor color,int lvl) {  
 this.data = data;  
 this.color = color;  
 left = right = null;  
 level = lvl;  
 visited = false;  
 }  
 public int get\_data(){  
 return data;  
 }  
 public TreeNode getAdjUnvisitedVertex()  
 {  
 if (this.left !=RedBlackTree.NIL)  
 {  
 if (!this.left.visited)  
 {  
 this.left.visited = true;  
 return this.left;  
 }  
 else  
 {  
 if (this.right != RedBlackTree.NIL)  
 {  
 if (!this.right.visited)  
 {  
 this.right.visited = true;  
 return this.right;  
 }  
 }  
 }  
 }  
 else  
 {  
 if (this.right != RedBlackTree.NIL)  
 {  
 if (!this.right.visited)  
 {  
 this.right.visited = true;  
 return this.right;  
 }  
 }  
 }  
 return RedBlackTree.NIL;  
 }  
}

**Набір тестів:**

На 1000 елементах:
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**Результат:**

Червоне-чорне дерево показало найгірший результат серед всіх дерев. Це обумовлено вимушеністю зберігати в ноді дані про колір даних та пов’язаним з цим великої кількості непотрібних процесів задля збереження кольорового балансу

**3. АВЛ Дерево:**

**Текст програми:**

public class AvlTree<T> where T : IComparable<T>  
{  
 public AvlTreeNote<T> Root;   
  
 private bool \_isBalance;   
  
  
 public AvlTreeNote<T> Add(T key) => Root = Add(key, Root);  
   
 private AvlTreeNote<T> Add(T key, AvlTreeNote<T> node)  
 {  
 if (node == null)  
 {  
 node = new AvlTreeNote<T>(key, null, null);  
 }  
 else  
 {  
  
 if (key.CompareTo(node.Key) == 0) return null;  
  
 if (key.CompareTo(node.Key) < 0)  
 {  
  
 node.LChild = Add(key, node.LChild);  
  
 if (node.LChild == null) return node;  
   
 switch (node.Height)  
 {  
 case 1:  
 return LeftBalance(node);  
 case 0:  
 node.Height = \_isBalance ? 0 : 1;  
 break;  
 case -1:  
 node.Height = 0;  
 break;  
 }  
 }  
 else  
 {  
  
 node.RChild = Add(key, node.RChild);  
  
 if (node.RChild == null) return node;  
   
 switch (node.Height)  
 {  
 case 1:  
 node.Height = 0;  
 break;  
 case 0:  
 node.Height = \_isBalance ? 0 : -1;  
 break;  
 case -1:  
 return RightBalance(node);   
 }  
 }  
 }  
   
 \_isBalance = false;  
  
 return node;  
 }  
   
 private AvlTreeNote<T> LeftBalance(AvlTreeNote<T> node)  
 {  
 if (\_isBalance) return node;  
   
 var leftNode = node.LChild;  
  
 switch (leftNode.Height)  
 {  
 case 1:  
  
 node.Height = leftNode.Height = 0;  
  
 node = R\_Rotate(node);  
  
 break;  
  
 case -1:  
  
 node.Height = leftNode.Height = 0;  
  
 node.LChild = L\_Rotate(leftNode);  
  
 node = R\_Rotate(node);  
  
 break;  
 }  
  
 return node;  
 }  
  
 private AvlTreeNote<T> RightBalance(AvlTreeNote<T> node)  
 {  
 if (\_isBalance) return node;  
   
 var rightNode = node.RChild;  
  
 switch (rightNode.Height)  
 {  
 case -1:  
   
 node.Height = rightNode.Height = 0;  
   
 node = L\_Rotate(node);  
   
 break;  
   
 case 1:  
  
 node.Height = rightNode.Height = 0;  
  
 node.RChild = R\_Rotate(rightNode);  
   
 node = L\_Rotate(node);  
   
 break;  
 }  
  
 return node;  
 }  
   
 private AvlTreeNote<T> R\_Rotate(AvlTreeNote<T> node)  
 {  
 var temp = node.LChild;  
   
 node.LChild = temp.RChild;  
  
 temp.RChild = node;  
   
 \_isBalance = true;  
   
 return temp;  
 }  
   
 private AvlTreeNote<T> L\_Rotate(AvlTreeNote<T> node)  
 {  
 var temp = node.RChild;  
   
 node.RChild = temp.LChild;  
   
 temp.LChild = node;  
   
 \_isBalance = true;  
  
 return temp;  
 }  
   
 public AvlTreeNote<T> Find(T key) => Find(key, Root);  
   
 public AvlTreeNote<T> Find(T key,AvlTreeNote<T> node)  
 {  
 if (node == null) return null;  
   
 if (key.CompareTo(node.Key) < 0)  
 {  
 node = Find(key,node.LChild);  
 }  
 else if(key.CompareTo(node.Key)>0)  
 {  
 node = Find(key, node.RChild);  
 }  
   
 return node;  
 }  
  
  
 private AvlTreeNote<T> Move(AvlTreeNote<T> node, AvlTreeNote<T> findNode)  
 {  
 AvlTreeNote<T> moveNode;  
  
 if (findNode != null)  
 {  
 if (findNode.RChild != null)  
 {  
 moveNode = findNode.RChild;  
  
 findNode.RChild = null;  
 }  
 else  
 {  
 findNode.LChild = null;  
  
 moveNode = findNode;  
 }  
   
 if (node.LChild != moveNode) moveNode.LChild = node.LChild;  
  
 if (node.RChild != moveNode) moveNode.RChild = node.RChild;  
 }  
 else  
 {  
 moveNode = null;  
 }  
  
 node.LChild = null;  
  
 node.RChild = null;  
  
 node.Key = default(T);  
  
 node.Height = 0;  
  
 return moveNode;  
 }  
  
  
 public void Remove(T key) => Root = Remove(key, Root);  
  
 private AvlTreeNote<T> Remove(T key, AvlTreeNote<T> node)  
 {  
 if (node == null) return null;  
   
 if (key.CompareTo(node.Key) < 0)  
 {  
 if (node.LChild == null) return node;  
   
 node.LChild = Remove(key, node.LChild);  
   
 switch (node.Height)  
 {  
 case 1:  
 node.Height = 0;  
 break;  
 case 0:  
 node.Height = -1;  
 break;  
 case -1:  
  
 node.Height = 0;  
 return node.LChild == null ? RightBalance(node) : LeftBalance(node);  
 }  
 }  
 else if (key.CompareTo(node.Key) > 0)  
 {  
 if (node.RChild == null) return node;  
   
 node.RChild = Remove(key, node.RChild);  
  
 switch (node.Height)  
 {  
 case 1:  
  
 node.Height = 0;  
 return node.RChild == null ? LeftBalance(node) : RightBalance(node);  
 break;  
 case 0:  
 node.Height = 1;  
 break;  
 case -1:  
 node.Height = 0;  
 break;  
 }  
 }  
 else if (key.CompareTo(node.Key) == 0)  
 {  
 var findNode = Remove(key,node.LChild);  
  
 node = Move(node, findNode);  
 }  
   
 \_isBalance = false;  
  
 return node;  
 }  
}

**Набір тестів:**

На 1000 елементах:

![](data:image/png;base64,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)

**Результат:**

AVL дерево показав найкращий результат для вставки. Це обумовлено постійним балансом елементів, що робить його вийграшнім на фоні звичайного бінарного дерева та більш простим алгоритмом відносно чб дерева.

**4. Splay дерево:**

**Текст програми:**

public class SplayTree<T> : IEnumerable<T> where T : IComparable<T>, IComparable  
 {  
 private Node \_root;  
   
 public int Count { get; private set; }  
   
 class Node  
 {  
 public Node Left, Right;  
 public T Key;  
  
 public Node(T pKey)  
 {  
 Key = pKey;  
 Left = null;  
 Right = null;  
 }  
  
 public Node(Node pNode)  
 {  
 Key = pNode.Key;  
 Left = pNode.Left;  
 Right = pNode.Right;  
 }  
  
 public static bool operator true(Node pN)  
 {  
 return pN != null;  
 }  
  
 public static bool operator false(Node pN)  
 {  
 return pN == null;  
 }  
  
 public static bool operator !(Node pN)  
 {  
 return pN == null;  
 }  
 }  
  
  
 public SplayTree()  
 {  
 \_root = null;  
 Count = 0;  
 }  
  
 public SplayTree(T pRoot)  
 {  
 \_root = new Node(pRoot);  
 Count = 1;  
 }  
  
 public SplayTree(T[] pItems)  
 {  
 \_root = new Node(pItems[0]);  
 for (int i = 1; i < pItems.Length; i++)  
 {  
 Add(ref \_root, pItems[i]);  
 }  
 }  
   
 public bool Remove(T pKey)  
 {  
 Node n;  
 Node parent;  
 FindWithParent(\_root, pKey, out n, out parent);  
 if (!n) return false;  
  
 if (!n.Right && !n.Left)  
 {  
 Node next = SubtreeMax(n.Right);  
 n.Key = next.Key;  
   
 FindWithParent(n.Right, next.Key, out n, out parent);  
   
 parent.Right = null;  
 }  
 else   
 {  
 if (parent.Right != null && parent.Right.Key.CompareTo(pKey) == 0)  
 {  
 parent.Right = !n.Right ? n.Right : n.Left;  
 }  
 else  
 {  
 parent.Left = !n.Right ? n.Right : n.Left;  
 }  
 }  
  
 return true;  
 }  
  
   
 public bool Contains(T pKey)  
 {  
 Node currentNode = \_root;  
 Node previousNode = null;   
 if (!\_root) return false;  
 if (pKey.CompareTo(currentNode.Key) == 0) return true;  
  
 Node leftTree = null;  
 Node rightTree = null;  
   
 while (currentNode)  
 {  
   
 if (pKey.CompareTo(currentNode.Key) < 0)  
 {  
 if (!rightTree)  
 {  
 rightTree = new Node(currentNode);  
 rightTree.Left = null;  
 }  
   
 previousNode = currentNode;  
 currentNode = currentNode.Left;  
   
 if (currentNode)  
 {  
 if (pKey.CompareTo(currentNode.Key) > 0)  
 {  
 if (!leftTree)  
 {  
 leftTree = new Node(currentNode);  
 leftTree.Right = null;  
 }  
 else  
 {  
 Add(ref leftTree, currentNode.Key);  
 }  
 }  
 else   
 {  
 Add(ref rightTree, currentNode.Key);  
 }  
 }  
 }  
 else if (pKey.CompareTo(currentNode.Key) > 0)   
 {  
  
 if (!leftTree)  
 {  
 leftTree = new Node(currentNode);  
 leftTree.Right = null;  
 }  
   
 previousNode = currentNode;  
 currentNode = currentNode.Right;  
   
 if (currentNode)  
 {  
 if (pKey.CompareTo(currentNode.Key) > 0)  
 {  
 Add(ref leftTree, currentNode.Key);  
 }  
 else  
 {  
 if (!rightTree)  
 {  
 rightTree = new Node(currentNode);  
 rightTree.Left = null;  
 }  
 else  
 {  
 Add(ref rightTree, currentNode.Key);  
 }  
 }  
 }  
 }  
 else   
 {  
  
 if (currentNode.Left)  
 {  
 Attach(ref leftTree, ref currentNode.Left);  
 }  
  
 if (currentNode.Right)  
 {  
 Attach(ref rightTree, ref currentNode.Right);  
 }  
  
 Node n;  
 Find(pKey.CompareTo(previousNode.Key) < 0 ? leftTree : rightTree, previousNode.Key, out n);  
 if (!n || !n.Left) break;  
   
 if (n.Left.Key.CompareTo(pKey) == 0)  
 {  
 n.Left = null;  
 }  
 else  
 {  
 n.Right = null;  
 }  
  
 break;  
 }  
  
 }  
   
 if (currentNode)  
 {  
 \_root = currentNode;  
 \_root.Left = leftTree;  
 \_root.Right = rightTree;  
  
 return true;  
 }  
 else   
 {  
 leftTree = null;  
 rightTree = null;  
 return false;  
 }  
  
 }  
   
 public void Add(T pKey)  
 {  
 Node currentNode = \_root;  
 Node leftTree = null;  
 Node rightTree = null;  
   
 while (currentNode)  
 {  
 if (pKey.CompareTo(currentNode.Key) < 0)  
 {  
 if (!rightTree)  
 {  
 rightTree = new Node(currentNode);  
 rightTree.Left = null;  
 }  
   
 currentNode = currentNode.Left;  
   
 if (currentNode)  
 {  
 if (pKey.CompareTo(currentNode.Key) > 0)  
 {  
 if (!leftTree)  
 {  
 leftTree = new Node(currentNode);  
 leftTree.Right = null;  
 }  
 else  
 {  
 Add(ref leftTree, currentNode.Key);  
 }  
 }  
 else  
 {  
 Add(ref rightTree, currentNode.Key);  
 }  
 }  
 }  
 else  
 {  
 if (!leftTree)  
 {  
 leftTree = new Node(currentNode);  
 leftTree.Right = null;  
 }  
   
 currentNode = currentNode.Right;  
   
 if (currentNode)  
 {  
 if (pKey.CompareTo(currentNode.Key) > 0)  
 {  
 Add(ref leftTree, currentNode.Key);  
 }  
 else  
 {  
 if (!rightTree)  
 {  
 rightTree = new Node(currentNode);  
 rightTree.Left = null;  
 }  
 else  
 {  
 Add(ref rightTree, currentNode.Key);  
 }  
 }  
 }  
 }  
 }  
   
 \_root = new Node(pKey);  
 \_root.Left = leftTree;  
 \_root.Right = rightTree;  
  
 Count++;  
 }  
  
 public T Minimum()  
 {  
 return SubtreeMin(\_root).Key;  
 }  
   
 public T Maximum()  
 {  
 return SubtreeMax(\_root).Key;  
 }  
  
  
 private void Add(ref Node pNode, T pKey)  
 {  
 if (!pNode)  
 {  
 pNode = new Node(pKey);  
 }  
 else if (pKey.CompareTo(pNode.Key) < 0)  
 {  
 Add(ref pNode.Left, pKey);  
 }  
 else  
 {  
 Add(ref pNode.Right, pKey);  
 }  
 }  
   
 private void Attach(ref Node pNode, ref Node pAttachNode)  
 {  
 if (!pNode)  
 {  
 pNode = pAttachNode;  
 }  
 else if (pAttachNode.Key.CompareTo(pNode.Key) < 0)  
 {  
 Attach(ref pNode.Left, ref pAttachNode);  
 }  
 else  
 {  
 Attach(ref pNode.Right, ref pAttachNode);  
 }  
 }  
  
 private void Find(T pKey, out Node pNode)  
 {  
 Find(\_root, pKey, out pNode);  
 }  
  
 private void Find(Node pSubtree, T pKey, out Node pNode)  
 {  
 Node currentNode = pSubtree;  
 while (currentNode)  
 {  
 if (pKey.CompareTo(currentNode.Key) < 0)  
 {  
 currentNode = currentNode.Left;  
 }  
 else if (pKey.CompareTo(currentNode.Key) > 0)  
 {  
 currentNode = currentNode.Right;  
 }  
 else  
 {  
 pNode = currentNode;  
 return;  
 }  
 }  
  
 pNode = null;  
 }  
  
 private void FindWithParent(Node pRoot, T pKey, out Node pNode, out Node pParent)  
 {  
 Node currentNode = pRoot;  
 Node previousNode = null;  
 while (currentNode)  
 {  
 if (pKey.CompareTo(currentNode.Key) < 0)  
 {  
 previousNode = currentNode;  
 currentNode = currentNode.Left;  
 }  
 else if (pKey.CompareTo(currentNode.Key) > 0)  
 {  
 previousNode = currentNode;  
 currentNode = currentNode.Right;  
 }  
 else  
 {  
 pParent = previousNode;  
 pNode = currentNode;  
 return;  
 }  
 }  
  
 pNode = null;  
 pParent = null;  
 }  
  
 private Node SubtreeMin(Node pNode)  
 {  
 Node retval = pNode;  
 while (pNode.Left)  
 {  
 retval = pNode.Left;  
 }  
  
 return retval;  
 }  
  
 private Node SubtreeMax(Node pNode)  
 {  
 Node retval = pNode;  
 while (pNode.Right)  
 {  
 retval = pNode.Right;  
 }  
  
 return retval;  
 }  
   
 public IEnumerator<T> GetEnumerator()  
 {  
 return new SplayTreeEnumerator(\_root);  
 }  
  
 private IEnumerator GetEnumerator1()  
 {  
 return this.GetEnumerator();  
 }  
 IEnumerator IEnumerable.GetEnumerator()  
 {  
 return GetEnumerator1();  
 }  
   
 private class SplayTreeEnumerator : IEnumerator<T>  
 {  
 private List<Node> \_path;  
 private Node \_root;  
 private Node \_current;  
 private Node \_next;  
  
 public T Current  
 {  
 get { return \_current.Key; }  
 }  
  
 private object Current1  
 {  
 get { return Current; }  
 }  
 object IEnumerator.Current  
 {  
 get { return Current1; }  
 }  
  
 public SplayTreeEnumerator(Node pRoot)  
 {  
 \_path = new List<Node>();  
 \_root = pRoot;  
 \_current = pRoot;  
  
 \_path.Add(\_current);  
 var t = \_current.Left;  
 while (t)  
 {  
 \_path.Add(t);  
 t = t.Left;  
 }  
 \_next = \_path[\_path.Count - 1];  
 }  
  
 public bool MoveNext()  
 {  
 \_current = \_next;  
 \_path.RemoveAt(\_path.Count - 1);  
  
 if (\_path.Count > 0)  
 {  
 \_next = \_path[\_path.Count - 1];  
 }  
 else if (\_next.Right)  
 {  
 \_path.Add(\_next.Right);  
  
 var t = \_next.Right.Left;  
 while (t)  
 {  
 \_path.Add(t);  
 t = t.Left;  
 }  
  
 \_next = \_path[\_path.Count - 1];  
 }  
 else  
 {  
 return false;  
 }  
  
 return true;  
 }  
  
 public void Reset()  
 {  
 \_path = new List<Node>();  
 \_current = \_root;  
  
 \_path.Add(\_current);  
 var t = \_current.Left;  
 while (t)  
 {  
 \_path.Add(t);  
 t = t.Left;  
 }  
 \_next = \_path[\_path.Count - 1];  
 }  
  
 public void Dispose()  
 {  
 \_path = null;  
 }  
 }  
 }

**Набір тестів:**

На 1000 елементах:
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**Висновок:**

Бінарні дерева є найкращими структурами для збереження ключів в базі даних. Їхня структура пошуку дозволяє проводити основні операції властиві для блоку чисельних даних: сортування, знаходження мінімальних/максимальних елементів.   
  
Для цього існує декілька модифікацій для цієї структури:

* RB-Tree
* AVL-Tree
* Splay Tree

На основі лабораторної робити ми можемо зробити деякі висновки стосовно цих модифікацій:

* AVL Tree – ця структура гарно себе показує у випадку, якщо ваша база даних має властивість дуже часто змінюватися( до прикладу застосунок мессенджер)
* Splay-Tree – ця структура забезпечує оптимізований пошук часто шуканих данів, підходить до систем виду магазинів
* RB-Tree – сильно навантажена структура за рахунок свого алгоритму тому не бажана для використання
* Просто Бінарне дерево – оптимальний усереджений варіант

З цього ми робимо висновок, що різні структури надбудови над бінарним деревом пошуку потрібно використовувати у різних ситуаціях